**Binary Trees in C++**

WE HAVE SEEN how objects can be linked into lists. When an object contains two pointers to objects of the same type, structures can be created that are much more complicated than linked lists. In this section, we'll look at one of the most basic and useful structures of this type: binary trees. Each of the objects in a binary tree contains two pointers, typically called left and right. In addition to these pointers, of course, the nodes can contain other types of data. For example, a binary tree of integers could be made up of objects of the following type:

struct TreeNode {

int item; // The data in this node.

TreeNode \*left; // Pointer to the left subtree.

TreeNode \*right; // Pointer to the right subtree.

}
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A node that has no children is called a leaf. A leaf node can be recognized by the fact that both the left and right pointers in the node are NULL. In the standard picture of a binary tree, the root node is shown at the top and the leaf nodes at the bottom -- which doesn't show much respect with the analogy to real trees. But at least you can see the branching, tree-like structure that gives a binary tree its name.

Consider any node in a binary tree. Look at that node together with all its descendents (that is, its children, the children of its children, and so on). This set of nodes forms a binary tree, which is called a subtree of the original tree. For example, in the picture, nodes 2, 4, and 5 form a subtree. This subtree is called the left subtree of the root. Similarly, nodes 3 and 6 make up the right subtree of the root. We can consider any non-empty binary tree to be made up of a root node, a left subtree, and a right subtree. Either or both of the subtrees can be empty. This is a **recursive** definition, matching the recursive definition of the TreeNode class. So it should not be a surprise that recursive functions are often used to process trees.

Consider the problem of counting the nodes in a binary tree. As an exercise, you might try to come up with a non-recursive algorithm to do the counting. The heart of problem is keeping track of which nodes remain to be counted. It's not so easy to do this, and in fact it's not even possible without using an auxiliary data structure. With recursion, however, the algorithm is almost trivial. Either the tree is empty or it consists of a root and two subtrees. If the tree is empty, the number of nodes is zero. (This is the base case of the recursion.) Otherwise, use recursion to count the nodes in each subtree. Add the results from the subtrees together, and add one to count the root. This gives the total number of nodes in the tree.

**Binary Sort Trees**

One of our examples using a list was a linked list of strings, in which the strings were kept in increasing order. While a linked list works well for a small number of strings, it becomes inefficient for a large number of items. When inserting an item into the list, searching for that item's position requires looking at, on average, half the items in the list. Finding an item in the list requires a similar amount of time. If the strings are stored in a sorted array instead of in a linked list, then searching becomes more efficient because binary search can be used. However, inserting a new item into the array is still inefficient since it means moving, on average, half of the items in the array to make a space for the new item. A binary tree can be used to store an ordered list of strings, or other items, in a way that makes both searching and insertion efficient. A binary tree used in this way is called a binary sort tree.

A binary sort tree is a binary tree with the following property: For every node in the tree, the item in that node is greater than every item in the left subtree of that node, and it is less than or equal to all the items in the right subtree of that node. Here for example is a binary sort tree containing items of type string. (In this picture, I haven't bothered to draw all the pointer variables. Non-NULL pointers are shown as arrows.)
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Binary sort trees have this useful property: An inorder traversal of the tree will process the items in increasing order. In fact, this is really just another way of expressing the definition. For example, if an inorder traversal is used to print the items in the tree shown above, then the items will be in alphabetical order. The definition of an inorder traversal guarantees that all the items in the left subtree of "judy" are printed before "judy", and all the items in the right subtree of "judy" are printed after "judy". But the binary sort tree property guarantees that the items in the left subtree of "judy" are precisely those that precede "judy" in alphabetical order, and all the items in the right subtree follow "judy" in alphabetical order. So, we know that "judy" is output in its proper alphabetical position. But the same argument applies to the subtrees. "Bill" will be output after "alice" and before "fred" and its descendents. "Fred" will be output after "dave" and before "jane" and "joe". And so on.

Suppose that we want to search for a given item in a binary search tree. Compare that item to the root item of the tree. If they are equal, we're done. If the item we are looking for is less than the root item, then we need to search the left subtree of the root -- the right subtree can be eliminated because it only contains items that are greater than or equal to the root. Similarly, if the item we are looking for is greater than the item in the root, then we only need to look in the right subtree. In either case, the same procedure can then be applied to search the subtree. Inserting a new item is similar: Start by searching the tree for the position where the new item belongs. When that position is found, create a new node and attach it to the tree at that position.

Searching and inserting are efficient operations on a binary search tree, provided that the tree is close to being balanced. A binary tree is balanced if for each node, the left subtree of that node contains approximately the same number of nodes as the right subtree. In a perfectly balanced tree, the two numbers differ by at most one. Not all binary trees are balanced, but if the tree is created randomly, there is a high probability that the tree is approximately balanced. During a search of any binary sort tree, every comparison eliminates one of two subtrees from further consideration. If the tree is balanced, that means cutting the number of items still under consideration in half. This is exactly the same as the binary search algorithm, and the result is a similarly efficient algorithm.

The sample program [SortTreeDemo.cc](http://math.hws.edu/eck/cs225/s03/binary_trees/SortTreeDemo.cc.txt) is a demonstration of binary sort trees. The program includes functions that implement inorder traversal, searching, and insertion. We'll look at the latter two functions below. The main() routine tests the functions by letting you type in strings to be inserted into the tree. Here is an applet that simulates this program:

In this program, nodes in the binary tree are represented using the following class, including a simple constructor that makes creating nodes easier:

struct TreeNode {

// An object of type TreeNode represents one node

// in a binary tree of strings.

string item; // The data in this node.

TreeNode left; // Pointer to left subtree.

TreeNode right; // Pointer to right subtree.

TreeNode(string str) {

// Constructor. Make a node containing str.

item = str;

left = NULL;

right = NULL;

}

}; // end struct Treenode

**Expression Trees**

Another application of trees is to store mathematical expressions such as 15\*(x+y) or sqrt(42)+7 in a convenient form. Let's stick for the moment to expressions made up of numbers and the operators +, -, \*, and /. Consider the expression 3\*((7+1)/4)+(17-5). This expression is made up of two subexpressions, 3\*((7+1)/4) and (17-5), combined with the operator "+". When the expression is represented as a binary tree, the root node holds the operator +, while the subtrees of the root node represent the subexpressions 3\*((7+1)/4) and (17-5). Every node in the tree holds either a number or an operator. A node that holds a number is a leaf node of the tree. A node that holds an operator has two subtrees representing the operands to which the operator applies. The tree is shown in the illustration below. I will refer to a tree of this type as an expression tree.

Given an expression tree, it's easy to find the value of the expression that it represents. Each node in the tree has an associated value. If the node is a leaf node, then its value is simply the number that the node contains. If the node contains an operator, then the associated value is computed by first finding the values of its child nodes and then applying the operator to those values. The process is shown by the red arrows in the illustration. The value computed for the root node is the value of the expression as a whole. There are other uses for expression trees. For example, a postorder traversal of the tree will output the postfix form of the expression.

![An expression tree](data:image/gif;base64,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)

An expression tree contains two types of nodes: nodes that contain numbers and nodes that contain operators. Furthermore, we might want to add other types of nodes to make the trees more useful, such as nodes that contain variables. If we want to work with expression trees in C++, how can we deal with this variety of nodes? One way -- which will be frowned upon by object-oriented purists -- is to include an instance variable in each node object to record which type of node it is:

const int NUMBER = 0, // Values representing two kinds of nodes.

OPERATOR = 1;

struct ExpNode { // A node in an expression tree.

int kind; // Which type of node is this?

// (Value is NUMBER or OPERATOR.)

double number; // The value in a node of type NUMBER.

char op; // The operator in a node of type OPERATOR.

ExpNode \*left; // Pointers to subtrees,

ExpNode \*right; // in a node of type OPERATOR.

ExpNode( double val ) {

// Constructor for making a node of type NUMBER.

kind = NUMBER;

number = val;

}

ExpNode( char op, ExpNode \*left, ExpNode \*right ) {

// Constructor for making a node of type OPERATOR.

kind = OPERATOR;

this->op = op;

this->left = left;

this->right = right;

}

}; // end ExpNode

Given this definition, the following recursive function will find the value of an expression tree:

double getValue( ExpNode \*node ) {

// Return the value of the expression represented by

// the tree to which node refers. Node must be non-NULL.

if ( node->kind == NUMBER ) {

// The value of a NUMBER node is the number it holds.

return node->number;

}

else { // The kind must be OPERATOR.

// Get the values of the operands and combine them

// using the operator.

double leftVal = getValue( node->left );

double rightVal = getValue( node->right );

switch ( node->op ) {

case '+': return leftVal + rightVal;

case '-': return leftVal - rightVal;

case '\*': return leftVal \* rightVal;

case '/': return leftVal / rightVal;

}

}

} // end getValue()

Although this approach works, a more object-oriented approach is to note that since there are two types of nodes, there should be two classes to represent them, ConstNode and BinOpNode. To represent the general idea of a node in an expression tree, we need another class, ExpNode. Both ConstNode and BinOpNode will be subclasses of ExpNode. Since any actual node will be either aConstNode or a BinOpNode, ExpNode should be an abstract class. (We have not covered abstact classes and inheritence yet, so this will be a preview, which you can skip if you like.) Since one of the things we want to do with nodes is find their values, each class should have an instance method for finding the value:

class ExpNode {

// Represents a node of any type in an expression tree.

// This is an "abstract" class, since it contains an undefined

// function, value(), that must be defined in subclasses.

// The word "virtual" says that the defintion can change

// in a subclass. The "= 0" says that this function has

// no definition in this class.

public:

virtual double value() = 0; // Return the value of this node.

}; // end class ExpNode

class ConstNode : public ExpNode {

// Represents a node that holds a number. (The

// ": public ExpNode" says that this class is

// a subclass of ExpNode.)

double number; // The number in the node.

public:

ConstNode( double val ) {

// Constructor. Create a node to hold val.

number = val;

}

double value() {

// The value is just the number that the node holds.

return number;

}

}; // end class ConstNode

class BinOpNode : public ExpNode {

// Represents a node that holds an operator.

char op; // The operator.

ExpNode \*left; // The left operand.

ExpNode \*right; // The right operand.

public:

BinOpNode( char op, ExpNode \*left, ExpNode \*right ) {

// Constructor. Create a node to hold the given data.

this->op = op;

this->left = left;

this->right = right;

}

double value() {

// To get the value, compute the value of the left and

// right operands, and combine them with the operator.

double leftVal = left->value();

double rightVal = right->value();

switch ( op ) {

case '+': return leftVal + rightVal;

case '-': return leftVal - rightVal;

case '\*': return leftVal \* rightVal;

case '/': return leftVal / rightVal;

}

}

}; // end class BinOpNode

Note that the left and right operands of a BinOpNode are of type ExpNode\*, not BinOpNode\*. This allows the operand to be either a ConstNode or another BinOpNode -- or any other type of ExpNode that we might eventually create. Since every ExpNode has a value() method, we can call left->value() to compute the value of the left operand. If left is in fact a ConstNode, this will call the value()method in the ConstNode class. If it is in fact a BinOpNode, then left->value() will call the value() method in the BinOpNode class. Each node knows how to compute its own value.

Although it might seem more complicated at first, the object-oriented approach has some advantages. For one thing, it doesn't waste memory. In the original ExpNode class, only some of the instance variables in each node were actually used, and we needed an extra instance variable to keep track of the type of node. More important, though, is the fact that new types of nodes can be added more cleanly, since it can be done by creating a new subclass of ExpNode rather than by modifying an existing class.